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paper — USER-CRAFTED STATIC META-MODEL, MODEL CO-EVOLUTION, META-MODELING BY EXAMPLE, FORMALIZATION, LINKED MODELS
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1. INTRODUCTION

To create a model is to represent a complex reality in simple terms, focusing on capturing only its relevant aspects.
Meta-modeling, in turn, is the use of models to specify other models — it comprises the analysis, construction and
development of the frames, rules and constraints to modeling a predefined class of problems [Stahl and Voelter
2006].

But more than two meta-modeling levels can be considered. As an example, the UML (Unified Modeling Language),
one of the most widespread modeling languages, is based on the Meta Object Facility (MOF) [OMG – MOF
], a meta-modeling architecture consisting of four modeling levels, each conforming to the one above — M0,
M1, M2 and M3, with M0 corresponding to the data, M1 to the model, M2 to the meta-model and M3 to the
meta-meta-model, which is compliant with itself. An example of these layers of abstraction are depicted in Figure 1.

The frames, rules and constraints mentioned above can be regarded as the structure of the contents. By formally
(i.e., explicitly) capturing this structure, modelers are expressing information with a higher degree of rigor and
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Fig. 1. MOF’s abstraction layers, adapted from Adaptive Object-Models: a Research Roadmap [Ferreira et al. 2010].

objectivity than what would be achieved by capturing free-form contents. Not only is this an advantage from
an expressiveness standpoint, it allows to automatically process information in multiple ways, like ensuring its
consistency or reusing it in different contexts.

But, despite their benefits, modeling tools are still often dismissed in favor of lighter weight approaches, that are
easier to learn and free users from obeying a model’s constraints. Such approaches range from textual documents
to paper drawings, to white board sketches. The freedom that they allow is especially important during exploratory
phases of requirements engineering and design, when creativity and the ability to record incomplete information
becomes more important that rigor. The ultimate goal, however, is always to achieve the rigor and objectivity
required to build a software system, so it’s ironic that the enforcement of the rules and constraints, that is inherent
to most modeling tools, is also the reason why they are so cumbersome to use when creativity and exploratory
design is called for.

Flexible Modeling Tools strive to combine the advantages of both approaches, allowing users to trade precision for
flexibility, and vice-versa, whenever the occasion calls for it. In the next section you will find an overview of six
patterns, and Sections 3 to 8 cover the patterns themselves.

2. ABOUT THE PATTERNS

These patterns are addressed to software developers wanting to gain a better understanding of the trade-offs
and approaches of creating modeling tools with flexibility goals. In other words, they can support the creation of
modeling tools specifically designed to help their users’ work without constraining them in undesirable ways. They
may, for example, allow users1 to pick just the right amount of structure for a given piece of information and allow
to change it in the future, or allow to connect elements of a model to related external contents.

Meta-modeling is within the scope of these patterns as, a) meta-modeling is in itself a form of modeling, and
b) modeling activities always imply the use of a meta-model, whether intrinsic and implicit (e.g., programmed;
enforced by the tool alone) or extrinsic and explicit (e.g., represented using an XML dialect). Domain Specific

1We often refer to users, and it is perhaps worth clarifying that, in the context of this paper, they are the modelers — i.e., the end-users of the
modeling tools.
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Languages (DSLs) can also be considered within the scope of these patterns, as their creation and use are in fact
meta-modeling and modeling activities using a specific type of representation. We have, however, deliberately
not addressed any issue particular to how models may be represented (e.g., graphically or textually), as well as
other concerns that are not specific to modeling flexibility. Additionally, flexibility is a function of how model and
meta-model constraints are approached by developers, and the implications of that can span several different
facets of a modeling tool, from user-interaction, to domain validations, to persistence. These patterns don’t go into
the details of how they may influence these facets of a modeling tool, but they could certainly be extended into a
wider pattern language covering such concerns.

The flexible modeling principles described by these patterns are applicable to a wider scope than what may
strictly be considered a modeling tool. Even if not always viewed in these terms, all representations of structured
information may be regarded as a model, and the tools that allow to create and maintain them can be seen as
tools supporting modeling activities. In this sense, these patterns may be useful to developers creating any sort of
tool focused of manipulating representations of structured contents. Figure 2 depicts a map of the six patterns that
will be introduced.

FORMALIZATION
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STATIC META-MODEL

META-MODELING 
BY EXAMPLE

MODEL 
CO-EVOLUTION

LINKED 
MODELS

AUGMENTED
MODELS

Meta-model changes

Model changes

Fig. 2. Flexible Modeling Patterns Map grouped by the meta-level that is the focus of changes.

• USER-CRAFTED STATIC META-MODEL (5) — Supports the creation of a meta-model by the modeler himself,
before the model is built.

• MODEL CO-EVOLUTION (6) — Explains how models can be evolved together with the meta-models that they
depend on, when these meta-models need to change;

• META-MODELING BY EXAMPLE (8) — Allows to create higher abstraction levels (e.g., meta-models) by giving
examples at lower levels (e.g., models).

• FORMALIZATION (10) — Supports deriving formal/rigorous representations (e.g., models) from information that
was firstly captured in informal/non-rigorous ways;

• LINKED MODELS (12) — Provides a way to connect different but complementary models flexibly;
• AUGMENTED MODELS (14) — Supports complementing or annotating models with contextual information, that

is often not structured or is loosely structured;

Figure 2 also shows, for each of the patterns, which meta-levels are subject to change. Other criteria can be used
to group the patterns — Figure 3 depicts which patterns focus on relaxing or leveraging the constraints between
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the model and meta-model levels, and which ones focus on doing the same for the relations between models and
other, external, contents.

Even though the end goal of these patterns is mainly to support the creation of models, USER-CRAFTED STATIC

META-MODEL, MODEL CO-EVOLUTION and META-MODELING BY EXAMPLE directly support creating or introducing
changes at the meta-model level. As depicted by Figure 3, together with FORMALIZATION, they have in common
the goal of providing flexibility between the two modeling levels.

Model / outside-world flexibilityInstantiation link flexibility

FORMALIZATION

USER-CRAFTED 
STATIC META-MODEL

META-MODELING 
BY EXAMPLE

MODEL 
CO-EVOLUTION

LINKED 
MODELS
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Fig. 3. Flexible Modeling Patterns Map grouped by the link that is the focus of flexibility.

FORMALIZATION, LINKED MODELS and AUGMENTED MODELS differ from the other three patterns in that they focus
on the introduction of changes only at the model level. Finally, and not explicitly shown by the figures, LINKED

MODELS can be said to be a form of supporting AUGMENTED MODELS, as the contents used to augment the model
are, in fact, elements from another model.

These patterns were mined mainly from the body of works discussed at the latest three editions of the FlexiTools
workshop series2 [Ossher et al. 2010; Kimelman et al. 2010; Ossher et al. 2011]. Rather than adopting a specific
view of what makes a modeling tool flexible, they try to reflect the current understanding of the area as taken by its
community. Some works in particular have already tried to categorize challenges and approaches taken in this
area, and influenced the recognition of these patterns — the very complete summary of the FlexiTools workshop
at SPLASH 2010 3 by Kimelman and Hirschman [Kimelman and Hirschman 2010], a work by Gabrysiak et al, that
proposes a classification of meta-models’ usage scenarios [Gabrysiak et al. 2011] and another work by Kimelman
and Hirschman [Kimelman and Hirschman 2011] that includes different interpretations of the notion of modeling
tool flexibility.

Some of the authors’ previous experience have also influenced the identification of these patterns; namely, their
work on Adaptive Object-models [Ferreira et al. 2008; Ferreira et al. 2010] and on Adaptive Software Artifacts
[Correia 2010; Correia 2013].

2Workshop on Flexible Modeling Tools
3SPLASH 2010 — Systems Programming Languages and Applications: Software for Humanity
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3. USER-CRAFTED STATIC META-MODEL

Modeling tools support their users in expressing information in a given domain or domains. The creation of a
modeling tool must consider which domains the modeler will need to address and how expressive they will need to
be on those domains.

3.1 Problem

The modeling tool developers may be unable to anticipate the domains and expressiveness that the
modeler will need.

Conceiving modeling tools and their underlying meta-models requires good abstraction skills and considerable
effort, making it compelling to reuse them rather than creating multiple ones, tailored to each specific context.
Creating a modeling tool that adheres to a specific meta-model rather than supporting multiple ones also contributes
to keeping the modeling tool simple.

On the other hand, if the abstractions provided by a modeling tool and its underlying meta-model are not suited
for the intended domain, the user might not be sufficiently expressive in that domain. In such a case, using that
meta-model might be impossible or imply more effort, and the resulting model might not always be reliable.

3.2 Solution

Allow the meta-model to be refined by the modeler, before a model is built.

Use this pattern when the user will need to model domains that can’t be fully anticipated by the modeling tool
developers. Instead of developing a modeling tool that uses only one specific meta-model and addresses a specific
domain, allow the user to supply her own meta-model, tailored to a domain’s needs. This means that modeling tool
developers must resource to a meta-meta-model to define which meta-models may be supplied by the user. Often,
the modeling tool may itself support the creation of the meta-models, in which case it will have a simpler design
if the same mechanism is used to support the creation of both modeling levels (i.e., if EVERYTHING IS A THING

[Ferreira et al. 2010]).

This pattern can also be referred to as User-Generated Metamodel [Gabrysiak et al. 2011].

3.3 Known Uses

USER-CRAFTED STATIC META-MODEL is perhaps the least flexible of this set of patterns and can be found on some
traditional modeling tools. For example, the Eclipse Modeling Framework (EMF) supports defining a meta-model
and, together with the GMP framework (Graphical Modeling Project), it allows to define a graphical representation
and build a complete modeling tool for that meta-model.

MetaEdit+ [Tolvanen et al. 2007] is an environment that allows to create new modeling languages. It uses graphical
meta-modeling to support the early stages of language creation, to define the key language concepts and rules.
The meta-modeling language is defined as one of the several domain-specific languages supported by the platform.

3.4 Related Patterns

USER-CRAFTED STATIC META-MODEL differs from the other patterns described in this paper because the flexibility
that it allows is only possible until the meta-model is instanced into a concrete model. Namely, it doesn’t address
meta-model changes after a model has been created. When modelers need the meta-model to evolve after it has
been instanced, they need support for MODEL CO-EVOLUTION or META-MODELING BY EXAMPLE.
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4. MODEL CO-EVOLUTION

USER-CRAFTED STATIC META-MODELS are created before modeling activities take place, and they allow modelers
to define how expressive they will be able to be during such activities. To use that pattern effectively, modelers
must have a very concrete idea of the domain that they will address before starting to model in that domain, as the
modeling tool might not easily allow to refine that idea after the initial creation of a meta-model takes place.

4.1 Problem

Modelers may be unable to anticipate the expressiveness that they will need.

Models, and their semantics, directly depend on the constructs defined by the associated meta-models. Users may
need to change the meta-model during the creation of a model, but they also want models’ consistency towards
their meta-model to be kept. Modelers don’t want to spend a lot of effort manually maintaining this consistency if
they can avoid it. Modeling tools often help by preventing some operations that would cause inconsistencies, but
this may be limiting, as it means that the meta-model cannot be be freely evolved to all states that it once could,
before there were models that used it.

4.2 Solution

Allow to change meta-models and automatically evolve dependent models accordingly.

Support MODEL CO-EVOLUTION when meta-models need to evolve even though models that are based upon them
have already been created and the user needs these models to be kept in-sync with their changing meta-models.

Often the operations that are made available to the user at both levels — model and meta-model — are defined by
a set of distinct classes that confines the changes that the modeling tool supports, thus applying the COMMAND

pattern [Gamma et al. 1995].

To make the changes at the meta-model level have the right repercussions at the model level, operations executed
at the meta-model level will spawn the execution of other operations at the model level. For each kind of meta-model
change, the tool must know how to make the consequential changes at the model level, and sometimes it may
require the modeler to provide additional instructions on how the model should be transformed.

The key principles of this pattern can also be applied between the data and model levels — changes to the model
can trigger changes to any data that complies to it.

4.3 Known Uses

Gabrysiak et al emphasize the need for modeling flexibility and propose a tool that combines a) a minimization
of the restrictions imposed by the meta-model to the model with b) the co-evolution of models as a result of
introducing changes to their meta-models [Gabrysiak et al. 2010; Gabrysiak et al. 2011].

Some approaches and tools to support the evolution of models upon the introduction of changes to their meta-
model have been proposed, including Wachsmuth’s [Wachsmuth 2007] and Cicchetti’s [Cicchetti et al. 2008]
works.

Some object-oriented frameworks like RubyOnRails and Django support the creation of a domain model, that is
persisted using an ORM. The creation of this domain model usually doesn’t involve the use of a modeling tool,
nor is its metamodel subject to changes, but the model can, and often does, change during the development of a
system. Existing data that complies with such models needs to be changed accordingly, and these frameworks
very often provide the mechanisms to do so (e.g., Migrations in the case of RoR and South in the case of Django).
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4.4 Related Patterns

Like META-MODELING BY EXAMPLE, and unlike USER-CRAFTED STATIC META-MODEL, MODEL CO-EVOLUTION

supports evolving the meta-model after it is instanced.

Co-Evolution is a general concept, that may be applied to other domains. Namely, it is often used in the context of
software documentation as described by the CO-EVOLUTION pattern [Correia et al. 2009].

As mentioned above, this pattern is also applicable between the model and data levels. In particular, the MIGRATION

pattern [Ferreira et al. 2008] supports co-evolution between a model and existing data that complies to that model,
in the context of ADAPTIVE OBJECT-MODELS [Ferreira et al. 2009].
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5. META-MODELING BY EXAMPLE

Both modeling tool developers and the modelers themselves may be unable to anticipate the expressiveness
that the modelers will need. To use USER-CRAFTED STATIC META-MODELS effectively, modelers must have very
concrete ideas of the domain that they will address before starting to model in that domain. MODEL CO-EVOLUTION

opens the possibility to refine those ideas after the initial creation of a meta-model takes place, but modelers
often discover the new directions that the meta-model will take when trying to express a model and exploring their
options at that abstraction level.

5.1 Problem

The need to change the meta-model diverts the modeler from the creation of the model.

The need to constantly update the meta-model to allow for more expressiveness at the model level diverts the
modeler from her main stream of thought. Moreover, the need to create or update a meta-model is often a
barrier to entry, especially when modelers don’t have the required higher abstraction skills or technical skills.
This barrier should be as small as possible, but the modeling tool shouldn’t be simplified to the point of loosing the
rigor and consistency that a meta-model can support.

These difficulties are easily felt when end-users are asked to collaborate in the design and implementation of a
new DSL, for example.

5.2 Solution

Build a meta-model by providing examples at the model level.

Support META-MODELING BY EXAMPLE when users need to create a meta-model but it’s more feasible to start by
exploring options and experimenting at the model level than to keep models consistent with their meta-model at all
times.

A model always needs an underlying meta-model, but the meta-model doesn’t have to be explicitly captured before
modeling is done — it may exist only in the modeler’s mind. By relying on an explicit meta-meta-model, and making
minimum assumptions about the meta-model level, modeling tools may support the creation of models in a very
unconstrained way, and help modelers decide later what a compatible meta-model could look like.

On this later stage, the modeling tool can automatically infer a meta-model compatible with a given model or
models, or it can use them to guide the creation or update of a meta-model when the user wishes to create/update
it.

Although not within its main focus, the key principles of this pattern can also be applied between the data and
model levels — a possible model can be inferred from information that has been structured in an ad hoc way, in
the same way that a possible meta-model can be inferred from a given model.

This pattern can also be referred to as Lazy Meta-Model [Gabrysiak et al. 2011] in the sense that the meta-model
needs only to be created when absolutely necessary, or as Bottom-Up Meta-Modeling [Sánchez-Cuadrado et al.
2012] in the sense that it encourages modeling to start from lower abstraction layers (i.e., the bottom).

5.3 Known Uses

Cho et al [Cho et al. 2011] tried to make the creation of Domain-Specific Modeling Languages more accessible to
domain experts, by using examples of the language provided by the end-users themselves to infer the language’s
meta-model and semantics. This approach is referred to as Modeling Language Creation By Demonstration.
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Kuhrmann has developed similar work [Kuhrmann 2011], striving to better support language engineers in the
hard, time-consuming, and knowledge-intensive task of creating meta-models, models and DSLs. The Process
Development Environment platform allows a free-form language design, and allows to visually represent domain
entities and simple associations, that are used to derive a meta-model definition.

Smart Office Tools [Desmond et al. 2010] support a content model, capable of visually representing the domain
knowledge as a domain diagram, but without tying the user to a specific meta-model. The user is able to customize
the diagram notation by creating styles, which she can at any time annotate to formalize a meta-model.

5.4 Related Patterns

META-MODELING BY EXAMPLE always depends on the creation of a model, from which higher modeling levels are
manually built or inferred. Such inference or creation of information constructs out of other pieces of information is
something that this pattern has in common with FORMALIZATION. They are, otherwise, very different patterns, as
FORMALIZATION acts only at the model level — it can be used when information is initially void of any explicit form
of domain structure and only later is it made into an explicit model.
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6. FORMALIZATION

If the modeler needs to change the meta-model and the modeling tool supports MODEL CO-EVOLUTION or
META-MODELING BY EXAMPLE, she is able to introduce those changes without being constrained by the existing
models. Other times, the modeler won’t feel the need to change the meta-model but the instantiation link (i.e., the
link between model and meta-model elements) may still be limiting in freely creating the model.

6.1 Problem

It is not always efficient, or even possible, to capture information as a model right from the beginning.

Modelers have various reasons for not using formal modeling tools, and rather often resource to free-form
tools instead. Despite their usability, and advantages for communication and creativity, these tools don’t offer
any support for maintaining the results as models. Formal modeling tools provide such support, by enforcing
conformance to a specific meta-model, and they confer the semantics needed to interpret the models objectively.

6.2 Solution

Derive formal/rigorous representations from information that was firstly captured informally/non-
rigorously.

Support FORMALIZATION when the user’s intent is to create a model that complies to a specific tool or to a well-
known meta-model but she can’t, or doesn’t want, to be always constrained by that meta-model. FORMALIZATION

frees the user from some or all meta-model constraints during modeling activities, easing the capture of the flow
of thought or allowing to experiment and explore multiple options at the model level. The direct result of such a
process, whilst not a model, can subsequently be formalized into a model.

FORMALIZATION always starts with free-form information. The move from free-form contents to a model can
sometimes be done automatically by the modeling tool. For example, when sketching a diagram, the tool may
store a combination of drawing gestures and a resulting raster image to infer what model elements the user meant
to represent. The richer the information obtained through the users’ input mechanisms, the easier may be to infer
the semantics of what the user intended to express. Extraction techniques like image analysis or natural language
processing may be used to support the move from free-form contents (e.g., a piece of text or a raster image) to a
model. Additionally, when it’s not possible to automatically infer a model, the modeling tool can interactively assist
the user in manually building it from the contents.

6.3 Known Uses

The SKETCH API [Sangiorgi and Barbosa 2010] allows developers to add sketch recognition to modeling editors
built for the Eclipse IDE. It leverages touch-enabled devices and their great potential as drawing tools, allowing
to create and manipulate freehand sketches from which a formal model can be inferred and associated with an
underlying meta-model.

Architects Workbench (AWB) [Abrams et al. 2006] provides totally free-form text entry and the ability to evolve
them towards formally structured contents, maintaining the traceability from one form to the other. AWB’s users
can use a markup and model technique to create model elements directly from the text.

UNICASE [Helming et al. 2010] supports explicit traceability between information with different levels of abstraction
and between loosely-formal project models (the artifacts that describe a software project, such as tasks, bug
reports and informal communication) and system models (the artifacts that describe the system, such as functional
requirements, UML models and detailed system specifications). This traceability information is then used to support
the formalization process that underlies the propagation of changes from project models to system models.
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6.4 Related Patterns

FORMALIZATION is similar to META-MODELING BY EXAMPLE to the extent that both patterns relax the constraints
between the model and meta-model levels and help the modeler create new information constructs, or even
automatically infer such information constructs, from other contents. Otherwise, they are very different patterns, as
FORMALIZATION supports creating a model, and META-MODELING BY EXAMPLE supports introducing changes at
both modeling levels — model and meta-model.

Organizing documentation towards DOMAIN-STRUCTURED INFORMATION [Correia et al. 2009] can be seen as a
light attempt to FORMALIZATION, as the contents are organized according to their domain but not to the extend of
becoming a model.
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7. LINKED MODELS

USER-CRAFTED STATIC META-MODEL, MODEL CO-EVOLUTION and META-MODELING BY EXAMPLE allow modelers
to increase their potential expressiveness at the model level by enriching the meta-model. Sometimes this means
increasing the scope of the meta-model, which may make it difficult to manage or even overlap other readily
available meta-models, that would be perfectly suited for modeling that part of the domain.

7.1 Problem

Models are conceived for specific domains, but modelers may need to address a broader domain than
each model is able to address individually.

Wanting to be expressive in a certain domain, software developers sometimes resource to creating different
models — for meta-models specifically tailored to different parts of that domain — or to providing different views
over the same parts of the domain. However, these meta-models are not necessarily designed for interoperability,
which implies a semantic gap between the produced models.

7.2 Solution

Allow two models or domain-specific languages to be linked as needed.

Support LINKED MODELS to enable users to connect different but complementary models in a flexible way. This
pattern allows to compose models specialized to different parts of the domain.

Let the user of the modeling tool define, at the meta-model level, how the models can be linked or, instead, let her
connect model elements in an ad hoc fashion (i.e., leave it entirely to the her choice which model elements can be
connected, as appropriate). The best approach — meta-model-based or ad hoc — will depend on how the two
domains relate to each other and on the amount of flexibility that the modeling tool is intended to provide. On both
cases, this pattern may also be referred to as Multiple Meta-Models, in the sense that you may regard the result as
a single set of connected model elements (i.e., a single model) that comply to more than one meta-model.

7.3 Known Uses

OMME (Open Meta Modeling Environment) [Volz and Jablonski 2010; Volz et al. 2011] is a meta-modeling
environment implemented on top of the Eclipse platform that provides both textual and graphical notations. Among
other features, this environment allows to represent and link models of arbitrary kind — like, for example, a process
model and a data model — allowing to choose the models which fit best in a given situation.

Chiprianov et al propose a language tool for telecommunication network designers, that provides a partial syntactic
and semantic automatic interoperability between different languages, corresponding to different viewpoints used in
the definition of a telecommunication service [Chiprianov et al. 2010].

Microsoft Visio and similar tools allow users to choose between multiple stencils, thus allowing to combine
modeling elements from multiple sets (i.e., multiple meta-models). In practice, the connections established using
this approach arbitrarily link different models, while their meta-models remain independent. Despite its flexibility,
the communication within a team using such models is sometimes more difficult than using completely meta-
model driven models, as the semantics of the connections between these different elements is not defined by a
meta-model, as highlighted by Gabrysiak et all [Gabrysiak et al. 2011].
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7.4 Related Patterns

LINKED MODELS can be seen as a form of AUGMENTED MODELS were the contents used to augment the model
are, in fact, other models or elements of other models.

When the meta-model doesn’t establish how the models or model elements are to be linked, META-MODELING BY

EXAMPLE can be used to allow modelers to explicitly create such rules at the meta-model level after links have
been created.

Even though INFORMATION PROXIMITY [Correia et al. 2009] addresses software documentation in general, LINKED

MODELS relies on the same principles, as does AUGMENTED MODELS.
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8. AUGMENTED MODELS

Models hardly exist in isolation. Modelers may be able to LINK MODELS to go beyond the scope of a single
meta-model, by connecting a model to other modeled contents. Sometimes, though, some of the contents that the
modelers would like to relate a model to are not themselves a model.

8.1 Problem

Models are only a part of the information that needs to be captured and they need context to be fully
understood.

Extending and tailoring the meta-model to the modeler’s specific needs may be the most immediate solution when
more expressiveness is needed at the model level, but supporting meta-model changes implies added complexity
in the development of the modeling tool and the underlying meta-model. Modeling tools should be as simple as
possible to develop, but also to be able to express as much detail as possible. Moreover, the information may be
vague and difficult to represent as a model, if at all possible. Although we want information to be structured as
much as possible — after all, the goal is to support the creation of models — we also want to support the capture
of all valuable information independently of their level of structure. Free-form contents can contextualize, and thus
allow to better understand, the created models.

8.2 Solution

Complement or annotate models with contents that provide additional context.

Support AUGMENTED MODELS to allow users to complement or annotate models, often with contents which are
not structured or are loosely structured. The extra contents can be added at several granularity levels — they can
be added to the model as a whole, or to specific model elements. In the later case, similarly to LINKED MODELS,
the model elements to which new contents are added can be constrained at the meta-model level, or the modeling
tool can allow them to be added arbitrarily to any model element.

Due to the lack of formal information constructs, it may be impossible to process the extra contents in any
meaningful way, but they can be very useful as contextual information, required for the model to be better
understood and be made use of.

8.3 Known Uses

Literate Modeling was born by taking the idea of Literate Programming beyond source-code. Instead of weaving
only textual descriptions with source-code, they are also combined with UML models. In a way, models are
augmented with textual descriptions that contextualize them and support their understanding by domain experts
that are not proficient with modeling languages [Jobling 1993; Arlow et al. 1999].

The work by Breitman et al [Breitman et al. 2010] acknowledges that models are currently unable to accommodate
all the levels of knowledge (from vague to concrete) that modelers need to represent, and proposes the creation of
model narratives, as annotations in the form of graphics, audio, video, URLs, and other informal representations
that are possibly vague and incomplete.

Nagel et al have proposed a solution to bridge the gap between informal communication and formal project model
elements [Nagel et al. 2010]. They address the capture of audio conversions within their specific context, allowing
to find specific information in a large number of recordings.
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8.4 Related Patterns

AUGMENTED MODELS can be seen as a more general case of LINKED MODELS, were the contents being linked
are not necessarily other models or elements of other models.

Model annotations can be free of any structural constraints, but it may be possible to employ FORMALIZATION to
make their underlying structure explicit and make those contents part of the model itself. If this may result in new
kinds of model elements, then META-MODELING BY EXAMPLE may too be used to define them at the meta-model
level.

Even though INFORMATION PROXIMITY [Correia et al. 2009] addresses software documentation in general,
AUGMENTED MODELS relies on the same principles, as does LINKED MODELS.
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