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This paper contains two recently discovered pedagogical patterns. The first, Student Tasks
First, is a candidate for inclusion in the Patterns for Active Learning and the second,
Differential Grading, is a candidate for inclusion in Feedback Patterns. Both involve course
design. Student Tasks First tells how to begin the course design process and Differential
Grading gives advice about how to design the grading/assessment structure. This latter advice
is consistent with the Bloom Taxonomy.
The EuroPloP 2003 shepherd for this paper was Christa Schwanninger, who kindly and
carefully helped me refine the ideas as well as the presentation. Thanks for a wonderful
exchange and a lot of expert advice. The workshop was done by the entire conference as a
demonstration paper at EuroPLoP 2003 with advice from many participants. Thanks to all.

Note on the Bloom Taxonomy

Benjamin Bloom [BB] created a taxonomy of educational objectives with five levels of
abstraction. This is now commonly accepted and many courses are designed and assessments
given based on his ideas. The levels, from lowest to highest are: Knowledge, Comprehension,
Application, Analysis, and Synthesis. In a given course, different components are included
and examined at different levels. What is given in an early course at a lower, comprehension,
level may be explored later where we expect analysis of the idea or even synthesis of artifacts
that depend on the idea. Likewise on student examinations, we may expect different levels
from the students for different material and the level to vary among the students on the same
material.
The second pattern in this group depends directly on this taxonomy and the instructor would
do well to consider it when applying the first as well.

Pattern Form

These patterns use a form similar to the one used by Christopher Alexander in his book A
Pattern Language [CA]. The patterns are written in the you-form, thus directly talking to you,
the teacher. In addition to the pattern name, each pattern is divided into several sections. The
sections are separated by . It starts by setting the context, which is followed by the
forces and the problem in bold font. The next section outlines the solution in bold font
including the consequences, limitations and disadvantages.  The last section complements the
discussion of the solution and it additionally provides examples in italic font as well as further
information. References to patterns inside these pattern languages are in CAPITAL LETTERS,
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references to patterns published elsewhere are in normal font, but followed with the [pointer]
to the reference section.
In addition, each pattern is marked with one or two asterisks (*), as in Alexander’s patterns.
They show how fundamental the author believes the pattern is.
Two asterisks denote patterns that state invariants. We believe that it is not possible to solve
the stated problem properly, without referring to the solution that we have given. One asterisk
means that we think that we are on the right track, but we believe it will be possible to
improve the solution.

[BB] Bloom, B.S. (Ed.) (1956) Taxonomy of educational objectives: The classification of
educational goals: Handbook I, cognitive domain. New York; Toronto: Longmans, Green.
[CA] Christopher et. al., A Pattern Language: Towns – Buildings – Construction, Oxford
University Press, 1977
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STUDENT TASKS FIRST *
Initial version by Joseph Bergin

You are designing a new course or revising a course. You are at the beginning of your
deliberations on the shape of the course.  You know the topic and you know some, at least, of
the criteria for student success with this topic. There is a lot of material that you might include
in the course, but probably too much. You have an incomplete idea about what the students
should learn in the course, but you believe in ACTIVE STUDENTS [2].



How do you choose the main elements in the design of a new course? Some topics are
interesting but not terribly important. Others are necessary to grasp the field of study and to
go on in the future. You want them to spend the bulk of their efforts on the important
ideas.
You have a difficult task with many things to do. You have to decide on what you will teach,
how you will teach it, what the students will do, and how you will asses them. Coming up
with a complete set of learning objectives first can be a formidable task with many tradeoffs.
You might try this and find later that you have been too ambitious. On the other hand, you
know you want your students to be active throughout the course and to engage in activities
that will teach them the key ideas.



Therefore, first decide on what the students will do in the course. Design the student
tasks. You can then ask what they will have learned if they complete these successfully and
make adjustments as necessary. If it is insufficient or the wrong thing, you can add or drop
exercises from your list. If it is too ambitious, you can make adjustments. The process can be
iterative, with each cycle driven by exercises you design or find.
You should consider a range of activities from short in-class exercises (TRY IT YOURSELF [3])
to large projects (LARGER THAN LIFE [1]) if appropriate, including closed and open labs (See
note). It is not enough to focus on what they will read or hear. What activities will necessitate
their reading a particular thing? What is it that they can do to solidify and validate their
knowledge?  "Patterns for Active Learning" [2] has more to say about the kinds of activities
that you should consider.
After you have a set of student tasks, your course design can then proceed to determining
what you must do to facilitate success in the student tasks. This can help you design lectures
and other course support materials. If you accept that most learning will occur through the
student activities, then you also have a basis for designing assessment of the students. You
can not only simply asses the tasks, but you now understand what they should have learned by
doing the activities, so you can asses that.



If you interpret it broadly, as "do the important thing first," then this is similar to EARLY BIRD
[1] applied to the course design process. The most important thing in a course is what the
students will do in the course, not what the instructor will do. So do that first.
When you design the lectures first you are focusing on yourself and not the students. It is very
easy in this mode to plan to do too much. What you do has less importance than what the
students do in any case, as the name of the game is learning, not teaching.  You want your
students to be active [2] so design this part first.
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If the course is new to you then you can mine the web for exercises of other educators or
search the candidate textbooks for project suggestions. Other educators at your own
institution or that you can communicate via email are also a good source of ideas for
exercises, as are the proceedings of conferences of educators in the field: SIGCSE in the case
of Computer Science.

Notes:
This advice was suggested by the author during a panel in which he participated at SIGCSE
2003:  [4].
In U.S. usage, a closed lab is an exercise that is done with a group of other students under the
close direction of an instructor. They occur at a fixed time and in a fixed place. Open labs, on
the other hand, are done by the students according to their own schedule and in a place of
their choosing.

References:
[1] Bergin, J.; Fourteen Pedagogical Patterns; Web:
http://csis.pace.edu/~bergin/PedPat1.3.html; and in the Proceedings of EuroPLoP 2000, Irsee,
Germany; Proceedings of the 5th European Conference on Patterns Languages of Programs,
2000, UVK Universitatsverlag Konstanz GmbH, pgs 1-39.
[2] Eckstein, J., Bergin, J., and Sharp, H.; Patterns for Active Learning; Web:
http://csis.pace.edu/~bergin/patterns/ActiveLearningV24.html and Proceedings of PLoP 2002.
[3] Eckstein, J., Bergin, J., and Sharp, H.; Patterns for Feedback; Web:
http://csis.pace.edu/~bergin/patterns/FeedbackPatterns.html and in the Proceedings of
EuroPLoP 2002, Irsee, Germany; Proceedings of the 7th European Conference on Patterns
Languages of Programs, 2002, UVK Universitatsverlag Konstanz GmbH, pgs 343-373
[4] Huggins, J., Bergin, J., Caristi, J., Walker, E.: Survivor: Getting Through that Class the
First Time; Proceedings of the 34th SIGCSE Technical Symposium on Computer Science
Education;  February 2003, p 234-5.
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DIFFERENTIAL GRADING *
Initial version by Joseph Bergin

You are designing exercises and the grading structure for your course.  You want to make the
course relevant for all your students.



You must design the course so that all the students will grow, not just the average
student.
You recognize that your students have a wide range of ability. If you target your exercises at
the average student they will be impossible, or at least very frustrating, for some and boring
for others. You want to teach them all. In fact you want each student to reach his or her own
potential. However, you don't want to categorize the students or make assumptions about
them ahead of time.
If you ask students to do things above their ability they may not learn much and will be
frustrated. If you ask students to do things below their ability they may not learn much and
will be bored. You want to stretch all your students, of course, but not until they break.
Likewise, the students have their own individual educational goals. You would like to help
each student achieve her personal goals, whether modest or bold, while providing avenues for
deeper learning.



Therefore, provide different assignments for each perceived ability level among your
students. Let the student choose the level she wishes to attain. More specifically, use
graded assignments: C level assignments, B level assignments, and A level assignments. Use
the Bloom taxonomy of assessment [1] to design these exercises.  C level exercises stress
knowledge and comprehension of the material. B level exercises stress application and
analysis. A level exercises stress synthesis and evaluation. The student must complete all
exercises satisfactorily for the desired grade, but need not do work at a higher than the desired
grade. Exercises at the B and C levels are pass/fail and may be repeated. A level exercises may
be quite open ended under an individual contract with the instructor. Evaluation exercises at
the A level can involve evaluation of other student's work.



The grading suggestions correspond to adjacent pairs of levels of the six level Bloom
taxonomy of assessment. B and C level exercises can be tested objectively using well-
designed measures as discussed by Lister in [5]. The A level exercises need to allow for
creativity and individuality. The instructor should require that C level exercises be completed
successfully in addition to B level exercises for a B grade. Similarly, for a grade of A. If
programming exercises are used at the lower levels, then quality requirements must be
absolute. "The program must run correctly, ... ". In general, the requirements for the lower
levels are strict and objective.
Within the exercises for each level there are at least two different activities. This is primarily
because we have combined two Bloom levels to achieve each grade level.  It also has the
benefit of permitting adaptations to different learning styles, as there is more room for variety.
Bloom states that before you can perform at one level you must have achieved all prior levels.
Thus for the C exercises, you have a knowledge component (a multiple choice test, perhaps)
that must be successfully completed before the second comprehension component.
Note that the individual student selects the level at which to perform. A (hypothetically)
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weaker student can first establish a base line and then work to extend his or her knowledge
and hence the grade. Also, the weaker passing students have at least achieved something
successfully rather than being assigned a grade because they performed poorly on everything.
Once achieving a base level attempts at a higher level will not affect the grade negatively.
This can be a boon to a student trying hard to extend him or herself.
The lower level exercises may be repeated by the student, perhaps multiple times (GRADE IT
AGAIN, SAM [3]). Between attempts it is important that the students get appropriate feedback
(DIFFERENTIATED FEEDBACK [3]) that will enable them to move forward. Un-graded exercises
should also be provided to the students to aid their learning before they attempt the assessed
activities (SELF TEST [3]). Feedback other than grades should be provided for these.
With a good collection of objective exercises for the lower grades and interesting and
challenging projects for the A level objectives, you can emphasize student team work, peer
feedback, and other group exercises without undue effort on your own part and with increased
learning on the part of the students. The Feedback Patterns [3] have more to say about these
topics.
For the lower level exercises the students will need to quickly and easily test whether they are
done. (SELF TEST [3]). Good objective tests are difficult, but not impossible, to create. For this
pattern to work, only non-trivial questions should be considered. They must be carefully
crafted to adhere to the Bloom levels. See Lister [5] for more advice on how this can be
achieved in Computer Science and related fields.
A consequence of using this scheme is that you set different goals for different (self-selected)
ability groups.
Notes:
This pattern is drawn from work of Lister and Leaney [4] who call this method "criterion-
referenced" grading. The pattern refines and extends DIFFERENT EXERCISE LEVELS [2]
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